**GITHUB**

1. Actualiza tu repositorio local

Antes de hacer cualquier cambio, asegúrate de que tu repositorio local esté actualizado con los últimos cambios del repositorio remoto. Esto ayuda a evitar conflictos.

**git pull origin main**
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Asumiendo que tu rama principal se llama main. Si se llama master (o cualquier otro nombre), reemplaza main por el nombre correspondiente.

2. Trabaja en una nueva rama

Para cada nueva característica, corrección de errores o tarea, crea una rama nueva. Esto mantiene tus cambios organizados y aislados del trabajo principal hasta que estén listos para ser fusionados.

**git checkout -b mi-nueva-rama**
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Reemplaza mi-nueva-rama con un nombre descriptivo para tu rama.

3. Haz tus cambios

Realiza los cambios necesarios en tu código o en los archivos correspondientes.

4. Revisa tus cambios

Antes de preparar tus cambios, es una buena práctica revisarlos. Esto te ayuda a asegurarte de que estás subiendo lo que realmente deseas.

**git status**

**![](data:image/png;base64,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)**

**git diff**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVEAAABDCAYAAAAlHzZmAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAqSSURBVHhe7Z1ZyE3fG8f3/y8SIsoFkUxJLhQypAy5MBRSppQhN8YrLgwhReGCUiIXZLgxlaIMRYYbQyhTMiUpLoRccOv/+6z/fo71bvvss/de5x2O3/dTu3Xs9zl7P+tZa3/Xs9ba7+s/Xbp0+RUJIYQoxX/jUgghRAkkokIIEYBEVAghApCICiFEABJRIYQIQCIqhBABSESFECIAiagQQgQgERVCiAAkokIIEYBEVAghApCICiFEABJRIYQIQCIqhBABSESFECIAiagQQgQgERVCiAAkokIIEYBEVAghApCICiFEABJRIYQIoFVEdOjQodHhw4ej/fv3x2eEj+IjROPQav9lMiIxZMiQ6ODBg9GZM2fis8Joa/G5efNm/Ok3kyZNij+Jlmb+/PnRlClTouvXr7e558f6Slb/KOp/z549o/Xr10cDBw50n+Hz58/RvHnz3OckRe1DqJmJkhVt3749Onv2rAsOB593795dca4MBA8IZB4QFe69YcOG+Mxv7GfTpk2LzzQ+RePT3Lx8+bJyiNZn2bJlbpClzGLcuHHuuQh5VpuDvP4Dvu/bty8aO3Zs1Llz50o/fP78eWzRlKL2oWSKKA2wd+9eN6LgmDnDZxw8fvx4bFkcRh9GBgLJfURT2lp8VqxYUTlE6/Phw4cmZTUQqY0bN0YjR46Mz7QN8voPa9asifr27etsly5dWumHJHdpFLUPpaqIIpRbt26NOnXqFN29e9elwebMqlWrnIPnzp2Lrctx+fJlV86ePduVoimKT+OwfPnyaO3ate65aQl4DpkNUjYiRfwfNmyYKy9evOgSi1oUtQ+lqoii5ggomScjme/MixcvosWLF0dHjx6Nz5SDSv78+dNltSwbiKYoPo0D4jl37lw3O0McWqK9rly5En9qTPL6bwNT3rXfovahVN1YYt0TZ8psbDD9JIv98uVLtG7duszRgDXO6dOnu6xrz5498dk/sY2WNDv7GZ3Xbxj8J0MYMGCA+7kPg0PaKIg/o0aNqjQEGfeNGzf+GDDsnoANgwrThdGjR7vBh3PE7s6dO84GyvqTJz7Abv7w4cPdZ8QXH+7du1d1sCtqb9TaOKCe9B9g1sKg60PGhuAk61zEnzLxh7zta3HPwq8/645z5sxp0q7UL2vjhOdk4cKFlTpjf+zYscp6YTK+fp2NtH6BLyQ+tcja+MlD0v/Hjx9HO3furLR9Wf+T1OpvSYrah5I5nYcyaj5hwgTXkVmXqLUWc+HCBVdOnDixcs96weIyDwINx8NCJ7Xj06dPsdVvEGHs8cPsqMOSJUvcQ+XD9/k5YIM40mjch0GDcwwgPkX9gSLx+fbtW+V6P378cPfBdzpvGkXt80L9WQKCtI2xMWPGuBKB9CniT5n4F2lfrmE2/mEJASLvw+DNgMCgwUPMz/F/9erVTlSSU31LNBAgbLl2jx49nD3fS8Pq7PuRxvfv3yt25meyv3GEkOZ/7969oy1btsQWf5LX/0YjNRP1R7Iyal4kEwU6N1NW1lgPHDgQn22KjWJ5M1GrAw3M4nItH3jlgg6M3bZt2yrZk9UF0q5jox6j8KlTp1zmw8OSzMSK+uOTJz5pMKXcvHmzE4o8M4q89nlGeosnDy9ZosE9Dh06lCsOefzJG/+y7etjtiQIfl+rBvccP358k0zTMm/Lui17s/taW0NWfPPOUNKejXrQnP4TZ3/X3gaVpPCTtdPeRe3rTc1XnMqAozNmzHAPT1anNGyXn2yrOZg8eXLNLG7EiBGupFH96Sd1efLkiXtwsrLq169fVxqIOlsD9uvXz5U+efzxKRsf6vHs2TP3uX///q7Moqh9FggeQokA+uuDlpkS01p9o4g/teIf2r6+gJ44cSKXID19+jT6+PGji0OSwYMHuxLh9+MQ8sZLS9Kc/nfr1s0JoR2Gf44DOyhqX29SRdTvIEUe9rLQqen03ItpWT2gDkwp6fQ2pTp58qQbKckKk3Tv3t2VTO3IbvzDRtYs3rx5E3/6P2QcjMQWy6L++OSNDz8j8/B9zxLeovZFuX//visXLFjgSrCp/KNHj1zpE+JPrfiHtC9xZ0ZlAlprzdjqQcZNtsX3aHsyIYNzYMJv+ALflmlO/2kz2s4Owz/H4T9b/nnDP8dh9vWmaiZqowtZU0tw/vx5V9pDloT1sqIwfd60aZPLPhAhsiIeGM4jXmnQ2bFPO96/fx9blaOMP0at+LCpgkAw4vrrX6wtplHUvgxXr151pb1yQkZKnelbyal5S/gDRdsXAWUtm5LvVhNQ6kYdLl26VKkH9eS6vB5IGycFR/wdVBXRt2/funLmzJmubG4YJeh0dL60zCxLRG1UTIOOy5qLZSYmVogXUzTDrk+JfdpRj1E2rz9JasWHawEizTIK1+d48OCBO5+kqH0aCEsW1BVBxI662VQ+7TdH6uFPFmXa1wQU4UdAEcJqzJo1y9WBvoj4k7EinlzXEpI0/KUOSP67XgwaNCj+VF9ayv+2TFURZW3D1rRYRE4LTrWA8cAwIjNdrfWg+TBqA1OgJO/evXOl/3oKsHiPj/Dw4UNXZsHOZRpM64DpY9aUud5U8yeNrPgY/rSWdiBeWRS1BxMFf5peDduBnzp1aiWLPn36tCvTKONPHsq0L797Td9i8yRLQA2ElkEA8a815eeasHLlSlcabG7VE3vrg9gXeRZr0VL+NwKZf4CEzsb7fJbpkVXYIjkZUbXR2XbegEyryFoE4sv90t4vRJRNMBntsbN/IzCM+obthvs++/ac93eNgemYZUR8Bxvge2Tm/Bx4uG03kDiA3YdOa3Y+ZfxJo1p8bBfW/LZrExdrC8SPzIoMsai9j9++Vh++y5pfcprOg8v6Lzbco1o9i/gDReMPedsX7F1WsGsnCdntpQ/t2rXLfTZfeMWJjSjbzTdfgWfRX8rBltgSk69fv7pzaXUn0eFXt6mjX2e+f+TIkdLrhC3lP9gA6F8vi6L2oWTuzjOaMhrjFEGiU9NpORCxV69exZZNuX37diWwebJDn1u3brkybURjcZ+HisDjA/5wD6ZOvoAC76xh5/vMZ/zmGsl3CIEG3P2P6Nso63/Px98NNOw+vXr1is80pYw/aVSLD+/nMagB1+7YsaO7rh8XOq3tUBa198GGPkEbW314ne2fATm2+A11Jp48xMCL7WkU8adM/CFv+wJ/uMLw28w/0mKTF8QXXywZ4HqICbvdaVB3/978O3k+re4MtDt27PijztSva9eu7lwZsvw3ofYp638j0Gp/Cq8aBNVek6j13t6/EcXn78beZ2WA4jVB0fZp16FDh/S5TytB5+nTp0/Url276NevX83256saFcXn74RpN5tTixYtitq3b+9mcNeuXYt/KtoybS4TFeLfgK2Rp8F0OM9v+om2QeaaqBCiZUAwWV/kV3sloI2FMlEhhAhAmagQQgQgERVCiAAkokIIEYBEVAghApCICiFEABJRIYQIQCIqhBABSESFECIAiagQQgQgERVCiAAkokIIEYBEVAghApCICiFEABJRIYQIQCIqhBABSESFECIAiagQQgQgERVCiAAkokIIEYBEVAghApCICiFEABJRIYQIQCIqhBABSESFEKI0UfQ/EM4JiW1o3TwAAAAASUVORK5CYII=)**

5. Prepara (stage) tus cambios

Una vez que hayas revisado tus cambios y estés satisfecho con ellos, añádelos al área de "staging" con git add.

**git add .**

**![](data:image/png;base64,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)**

O si prefieres añadir archivos específicos:

**git add mi\_archivo1 mi\_archivo2**
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6. Haz un commit de tus cambios

Después de preparar tus cambios, haz un commit para guardarlos en tu historial de Git con un mensaje descriptivo de lo que has hecho.

**git commit -m "Descripción de los cambios realizados"**
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7. Vuelve a actualizar tu rama

Antes de subir tus cambios, asegúrate nuevamente de que tu rama esté actualizada con la rama principal. Esto puede requerir un merge o rebase en tu rama local.

**git checkout main**

**git pull origin main**

**git checkout mi-nueva-rama**

**git merge main**

O, si prefieres rebase:

**git rebase main**

8. Resuelve conflictos, si los hay

Si hay conflictos entre tu rama y la rama principal, Git te pedirá que los resuelvas. Asegúrate de probar tus cambios después de resolver cualquier conflicto.

9. Haz push de tu rama

Una vez que tu rama esté actualizada y libre de conflictos, estás listo para subir tus cambios al repositorio remoto.

**git push origin mi-nueva-rama**

10. Crea una solicitud de pull/merge (PR/MR)

Desde la interfaz de GitHub, GitLab, Bitbucket u otra herramienta de alojamiento que estés utilizando, crea una solicitud de pull (o merge request) para tu rama. Asegúrate de describir los cambios y cualquier otra información relevante.

11. Revisión por pares

Espera a que al menos un compañero revise tu PR/MR y te dé retroalimentación. Sé abierto a las críticas constructivas y haz los ajustes necesarios basados en los comentarios.

12. Fusiona la PR/MR

Después de que tu PR/MR haya sido aprobada, puedes fusionar tus cambios a la rama principal. Dependiendo de la configuración de tu proyecto, quizás puedas hacerlo tú mismo o tal vez necesites que un mantenedor del proyecto lo haga.

Recuerda que la comunicación es clave. Mantén informados a tus compañeros de equipo sobre lo que estás haciendo y sé proactivo en la colaboración para mantener el flujo de trabajo lo más suave posible.

**Objetivo:**

El objetivo de Minishell es crear un shell sencillo, tu propio pequeño bash. Este proyecto te introduce a la gestión de procesos y file descriptors.

Instrucciones Generales:

* Lenguaje: El proyecto debe ser escrito en C, siguiendo la normativa de la escuela 42 sobre la codificación.
* Errores: No se permiten terminaciones inesperadas del programa, como segfaults. Cualquier uso indebido de memoria debe ser manejado adecuadamente sin memory leaks.
* Makefile: Debe incluirse un Makefile que gestione la compilación del proyecto con flags específicos y sin relinking. Se permiten bonuses bajo ciertas condiciones.

**Parte Obligatoria:**

Debes implementar funciones que permitan al shell:

* Mostrar una prompt y esperar por un nuevo comando.
* Ejecutar el ejecutable correspondiente, establecido en la variable PATH o usando rutas relativas o absolutas.
* Gestionar las señales ctrl-C, ctrl-D, y ctrl-\ de manera similar a Bash.
* Implementar built-ins como echo, cd, pwd, export, unset, env, y exit.
* Entre los detalles técnicos se incluye el manejo de pipes (|), redirecciones de entrada y salida (<, >, <<, >>), y la gestión de variables de entorno.

**Parte Extra:**

Como mejoras opcionales se sugieren:

* Implementar operadores lógicos (&&, ||) con manejo de prioridades mediante uso de paréntesis.
* Implementar wildcards (\*) para el directorio actual.

Los bonuses sólo se evalúan si la parte obligatoria está perfecta, sin errores y completamente funcional .

**En este proyecto que significaría tokenizar?**

En el contexto del proyecto Minishell, tokenizar significa dividir la cadena de entrada (es decir, el comando ingresado por el usuario en la terminal) en distintas partes (tokens) para su análisis y procesamiento. Este proceso es crucial para un shell, dado que necesita interpretar adecuadamente los comandos y sus argumentos para ejecutar las acciones solicitadas por el usuario.

Los tokens pueden incluir los nombres de los comandos, argumentos, operadores de redirección (>, <, >>, <<), conjuctores de comandos (||, &&), entre otros.

Aquí hay un ejemplo de cómo se podría tokenizar una cadena de entrada en un proyecto Minishell:

Entrada:

**ls -l | grep "minishell" > output.txt**

Tokens:

ls

-l

|

grep

"minishell"

>

output.txt

Tokenizar permite al shell:

Identificar y separar los comandos de sus argumentos y opciones.

Detectar y manejar adecuadamente las redirecciones de entrada y salida.

Procesar tuberías (|) que comunican la salida de un comando como entrada al siguiente.

Gestionar las características avanzadas como la expansión de variables, ejecución condicional (&&, ||), y agrupación de comandos.

Para implementar la tokenización, se puede utilizar una combinación de técnicas de análisis léxico, como máquinas de estados o funciones que identifiquen patrones en la cadena de entrada. Es importante manejar correctamente los casos especiales, como las comillas que agrupan espacios en blanco en un único argumento y las barras invertidas (\) que escapan caracteres especiales.

El resultado de la tokenización es una estructura de datos (por ejemplo, una lista de tokens) que representa de manera más manejable la secuencia de comandos y argumentos, lista para la etapa de análisis sintáctico y su posterior ejecución.

**Posible ROADMAP**

1. **Análisis Lexicográfico y Tokenización**
   1. Diseñar el analizador lexicográfico: Entiende cómo descomponer la cadena de comandos en tokens.
   2. Implementación: Crea funciones para identificar y separar comandos, argumentos, pipes y redirecciones.
2. **Análisis Sintáctico y Ejecución de Comandos**
   1. Parseo de comandos: Desarrolla una manera de interpretar la secuencia de tokens y construir una representación de los comandos a ejecutar.
   2. Ejecución básica de comandos: Implementa la capacidad de ejecutar comandos simples buscándolos en el PATH o mediante rutas.
3. **Gestión de Procesos y Tubería**.
   1. Manejo de pipes (|): Establece cómo comunicar la salida de un comando como entrada al siguiente.
   2. Implementar la ejecución de comandos en paralelo y el control de procesos.
4. **Implementación de Redirecciones.**
   1. Tratamiento de redirecciones: Codifica la funcionalidad para manejar >, <, >>, y <<.
5. **Implementar Built-ins.**
   1. Desarrollar comandos internos: Codifica funcionalidades para echo, cd, pwd, export, unset, env, y exit.
6. **Gestión de Señales**
   1. Implementar la gestión de señales: Asegura que ctrl-C, ctrl-D, y ctrl-\ sean manejados correctamente como en Bash.
7. **Pruebas y Depuración**
   1. Elaborar casos de prueba: Crea una suite de pruebas exhaustivas para cada característica.
   2. Depuración: Usa herramientas de depuración para solucionar problemas y asegurar un comportamiento estable.
8. **Mejoras y Características Bonus**
   1. Implementar características extra: Considera añadir operadores lógicos, mejoras en el parseo, y manejo de wildcards (\*) si el tiempo lo permite.
9. **Refinamiento y Entrega**
   1. Refactorización: Mejora la calidad del código y su organización.
   2. Documentación: Documenta el diseño e implementación de tu shell.
10. **Revisión de Normas y Entrega Final**
    1. Revisar cumplimiento de Norminette: Asegúrate de que todo el código cumple con las normas de codificación.
    2. Preparar la defensa: Organiza una explicación clara de las partes clave de tu proyecto para la evaluación final.

**Funciones permitidas:**

1. **chdir**
   1. **path:** Ruta hacia el nuevo directorio de trabajo.
   2. **Descripción:** Cambia el directorio de trabajo actual del proceso llamador al que se especifica en path. Devuelve 0 en caso de éxito y -1 en caso de error.
   3. **int** chdir(const **char** \*path);
2. **close**
   1. **fd:** Descriptor de archivo a cerrar.
   2. **Descripción:** Cierra el descriptor de archivo fd. Si tiene éxito, devuelve 0; si hay un error, devuelve -1.
   3. **int** close(**int** fd);
3. **dup, dup2**
   1. **oldfd:** Descriptor de archivo existente.
   2. **newfd:** (Solo dup2) Descriptor de archivo objetivo.
   3. **Descripción:** dup y dup2 duplican un descriptor de archivo. dup2 adicionalmente intenta copiarlo en newfd.
   4. **int** dup(**int** oldfd);
   5. **int** dup2(**int** oldfd, **int** newfd);
4. **execve**
   1. **pathname:** Ruta del archivo ejecutable.
   2. **argv:** Argumentos para el nuevo programa.
   3. **envp:** Variables de entorno.
   4. **Descripción:** Ejecuta el programa apuntado por pathname, pasando argv como argumentos y envp para el entorno.
   5. **int** execve(**const char** \*pathname, **char** \*const argv[], **char** \*const envp[]);
5. **exit**
   1. **status:** Código de salida.
   2. **Descripción:** Termina el proceso llamador inmediatamente.

* 1. **void** exit(**int** status);

1. **fork**
   1. **Descripción:** Crea un proceso hijo que es una copia del proceso padre.

* 1. **pid\_t** fork(**void**);

1. **free**
   1. **ptr:** Puntero a la memoria para liberar.
   2. **Descripción:** Libera el espacio de memoria previamente reservado por malloc, calloc, o realloc.
   3. **void** free(**void** \*ptr);
2. **getcwd**
   1. **Descripción:** Escribe el directorio de trabajo actual en buf.
   2. **buf:** Búfer donde se almacena el directorio actual.
   3. **size:** Tamaño del búfer.
   4. **char** \*getcwd(**char** \*buf, **size\_t** size);
3. **kill**
   1. **pid:** ID del proceso objetivo.
   2. **sig:** Señal a enviar.
   3. **Descripción:** Envía la señal sig al proceso especificado por pid.

* 1. **int** kill(**pid\_t** pid, **int** sig);

1. **malloc**
   1. **size:** Tamaño de la memoria a reservar.
   2. **Descripción:** Reserva un bloque de memoria del tamaño especificado y devuelve un puntero a la memoria reservada.

* 1. **void** \*malloc(**size\_t** size);

1. **open**
   1. **pathname:** Ruta al archivo.
   2. **flags:** Cómo abrir el archivo.
   3. **mode:** (Opcional) El modo de archivo cuando se crea.
   4. **Descripción:** Abre el archivo especificado y devuelve un descriptor de archivo.

* 1. **int** open(const **char** \*pathname, **int** flags, ... /\* mode\_t mode \*/ );

1. **opendir**
   1. **name:** Nombre del directorio.
   2. **Descripción:** Abre un flujo de directorio correspondiente al directorio name.

* 1. **DIR** \*opendir(**const** **char** \*name);

1. **pipe**
   1. **pipefd:** Un arreglo donde los dos descriptores de archivo se almacenan.
   2. **Descripción:** Crea una tubería, un canal unidireccional de datos que se puede usar para la comunicación entre procesos.

* 1. **int** pipe(**int** pipefd[2]);

1. **read**
   1. **fd:** Descriptor de archivo desde el cual leer.
   2. **buf:** Búfer donde almacenar los datos leídos.
   3. **count:** Número máximo de bytes a leer.
   4. **Descripción:** Lee hasta count bytes de fd en el búfer buf.

* 1. **ssize\_t** read(**int** fd, void \*buf, **size\_t** count);

1. **readdir**
   1. **dirp:** Puntero al flujo de directorio.
   2. **Descripción:** Lee la siguiente entrada en el directorio abierto.

* 1. **struct** dirent \*readdir(**DIR** \*dirp);

1. **signal**
   1. **signum:** Número de la señal.
   2. **handler:** Manejador de señal.
   3. **Descripción:** Establece un manejador para la señal signum.
   4. **typedef** **void** (\*sighandler\_t)(**int**);
   5. **sighandler\_t** signal(**int** signum, **sighandler\_t** handler);
2. **stat, fstat, lstat**
   1. **pathname , fd:** Ruta al archivo o descriptor de archivo.
   2. **statbuf:** Estructura donde se almacena el estado del archivo.
   3. **Descripción:** Obtiene información sobre el archivo. lstat es similar a stat, pero no sigue enlaces simbólicos.

* 1. **int** stat(**const** **char** \*pathname, **struct** stat \*statbuf);
  2. **int** fstat(**int** fd, **struct** stat \*statbuf);
  3. **int** lstat(**const** **char** \*pathname, **struct** stat \*statbuf);

1. **strerror**
   1. **errnum:** Número de error.
   2. **Descripción:** Devuelve una cadena que describe el error asociado con errnum.

* 1. **char** \*strerror(**int** errnum);

1. **wait**
   1. **status:** Donde almacenar el estado de salida.
   2. **Descripción:** Espera a que un proceso hijo cambie de estado.

* 1. **pid\_t** wait(**int** \*status);

1. **waitpid**
   1. **status:** Donde almacenar el estado de salida.
   2. **options:** Opciones para controlar la operación de waitpid.
   3. **Descripción:** Espera a que un proceso hijo específico cambie de estado, según pid.
   4. **pid:** PID del proceso hijo.

* 1. **pid\_t** waitpid(**pid\_t** pid, **int** \*status, **int** options);

1. **write**
   1. **fd:** Descriptor de archivo hacia el cual escribir.
   2. **buf:** Datos a escribir.
   3. **count:** Número de bytes a escribir.
   4. **Descripción:** Escribe count bytes desde buf hacia el descriptor de archivo fd.
   5. **ssize\_t** write(**int** fd, **const** **void** \*buf, **size\_t** count);

**Programa que queda a la espera y manejar ctrl+c ctrl+d ctrl+\**

**Ctrl+C**

**Señal Enviada:** SIGINT (Señal de INTerrupción).

**Comportamiento Predeterminado:** Termina el proceso.

**Descripción:** Ctrl+C se utiliza para interrumpir la ejecución de un programa desde la terminal. Envía la señal SIGINT al proceso activo en primer plano, lo que generalmente resulta en la terminación inmediata del programa. Los programas pueden capturar y manejar esta señal para realizar tareas específicas antes de terminar, como cerrar archivos o liberar recursos.

**Ctrl+D**

**Señal Enviada:** No envía una señal. Genera EOF (End Of File).

**Comportamiento Predeterminado:** Indica el fin de la entrada estándar (stdin).

**Descripción:** Ctrl+D se utiliza para indicar el final de la entrada cuando se toma de la entrada estándar (stdin). No termina el proceso, pero puede causar que el proceso termine si está esperando más entrada. Es como decir "ya no tengo más datos para proporcionarte". En contextos donde se lee entrada (por ejemplo, fgets o read en C), Ctrl+D hace que estas funciones devuelvan EOF (usualmente -1), lo que se puede usar para terminar bucles de lectura.

**Ctrl+\**

**Señal Enviada:** SIGQUIT.

**Comportamiento Predeterminado:** Termina el proceso y genera un archivo de volcado de memoria (core dump).

**Descripción:** Ctrl+\ se utiliza para enviar la señal SIGQUIT al proceso en primer plano. Al igual que SIGINT, puede ser capturado y manejado por el programa. Si no se maneja, el comportamiento predeterminado es terminar el proceso y crear un volcado de memoria (core dump). Esto es útil para fines de depuración porque el volcado de memoria puede ser analizado para entender qué estaba haciendo el proceso en el momento de la señal.

Estas combinaciones sirven como herramientas esenciales para interactuar con los procesos desde la terminal, permitiendo a los usuarios terminar programas, indicar el final de la entrada, y ayudar en la depuración de programas.

#include <stdio.h>

#include <stdlib.h>

#include <signal.h>

#include <unistd.h>

#include <string.h>

void sigint\_handler(int sig) {

write(STDOUT\_FILENO, "\n", 1); // Simplemente empieza una nueva línea para simular la interrupción del comando actual.

}

void sigquit\_handler(int sig) {

// Para este ejemplo, no realizaremos ninguna acción para SIGQUIT, imitando el comportamiento de un terminal convencional.

}

int main() {

signal(SIGINT, sigint\_handler); // Establece sigint\_handler como el manejador de señales para SIGINT.

signal(SIGQUIT, SIG\_IGN); // Ignora la señal SIGQUIT completamente, sin terminar el shell.

char buffer[256];

while (1) {

printf("> ");

fflush(stdout); // Nos aseguramos de que el prompt se imprima antes de la entrada del usuario.

// fgets lee una línea de entrada de stdin hasta un máximo de sizeof(buffer)-1 caracteres o hasta que encuentre una nueva línea, lo que ocurra primero.

// Si fgets recibe EOF (que ocurre al presionar Ctrl+D), devuelve NULL. Esta condición se usa para salir del bucle y terminar el programa.

if (fgets(buffer, sizeof(buffer), stdin) == NULL) {

printf("Saliendo... (EOF detectado con Ctrl+D)\n");

break; // Sale del bucle y termina el programa si se detecta EOF.

}

// Aquí podrías agregar la lógica para procesar la entrada almacenada en buffer.

// Por ejemplo, podría simular o ejecutar un comando.

printf("Comando: %s", buffer);

}

return 0;

}

// Si te gustaría simular la ejecución de un comando, aquí es donde iría el código

printf("Comando: %s", buffer);

// Simular algún procesamiento aquí

}

return 0;

}



Este código hará lo siguiente en respuesta a las señales:

* **Ctrl+C (SIGINT):** Simplemente empieza una nueva línea y muestra el prompt nuevamente, imitando el comportamiento de ignorar la interrupción de la línea de comando actual sin salir del shell.
* **Ctrl+\ (SIGQUIT):** Se ignora completamente dentro del Minishell para este ejemplo, permitiendo que el shell continúe su ejecución normal.
* **Ctrl+D (EOF):** Detecta el EOF y cierra el Minishell, similar a cómo se comporta un terminal convencional al recibir EOF cuando no hay entrada pendiente.

¿Cómo debería ser el parseo?

1. **Lectura de la Entrada:**
   1. Comienza leyendo la entrada del usuario como una línea de texto completa. Ya has cubierto esta parte con fgets o una función similar.
2. **Trimming** (Eliminar Espacios en Blanco Iniciales y Finales):
   1. Antes del parseo, es útil eliminar espacios en blanco iniciales y finales para simplificar el análisis posterior.
   2. Puedes usar funciones como strtrim en librerías o implementar una sencilla tú mismo.
3. **División en Tokens:**
   1. Separa la línea de entrada en "tokens" basados en delimitadores, típicamente espacios en blanco (' '), pero también considera otros como tabulaciones ('\t') para comandos y argumentos.
   2. Usa funciones como strtok (o una variante segura como strtok\_r en POSIX) para dividir la entrada.
4. **Análisis de Citas y Caracteres Especiales:**
   1. Maneja adecuadamente las citas (comillas simples ' y dobles ") para permitir que los argumentos contengan espacios.
   2. Trata caracteres especiales como redireccionamientos (>, <), pipes (|), y otros que puedan alterar el flujo normal de ejecución de comandos.
   3. Considera la posibilidad de mantener un estado o un contexto mientras divides los tokens para manejar correctamente las subcadenas entre comillas.
5. **Construcción de Estructuras de Datos para Almacenar Comandos:**
   1. A medida que analizas la línea, organiza los tokens en estructuras de datos que representen comandos y sus argumentos. Una estructura con un array (o lista) para los argumentos es un buen punto de partida.
   2. Para las operaciones avanzadas como pipes y redirecciones, puede ser útil tener una estructura más compleja que también represente estos flujos.
6. **Manejo de Pipes y Redireccionamientos:**
   1. Implementa una manera de detectar y manejar pipes (|) y redireccionamientos (>, <, >>) durante el proceso de parseo.
   2. Considera la posibilidad de construir una lista enlazada (o un arreglo dinámico) de comandos cuando encuentres un pipe, donde cada nodo representa un comando en la secuencia.
7. **Expansión de Variables de Entorno:**
   1. Busca y expande variables de entorno. Por ejemplo, en la cadena "echo $HOME", sustituye $HOME por el valor real de la variable de entorno HOME.
   2. Puedes usar la función getenv para ayudarte a obtener valores de variables de entorno.
8. **Evaluación de Comandos Incorporados (Built-in Commands):**
   1. Antes de intentar ejecutar un comando, verifica si se trata de un comando incorporado (como cd, exit, export, unset, echo).
   2. Ejecuta el comando correspondiente directamente desde tu shell sin invocar un nuevo proceso si es un comando incorporado.
9. **Lógica de Ejecución:**
   1. Una vez realizado el parseo y la estructura del comando preparada, proceder con la lógica para ejecutar comandos externos usando fork, exec, y manejar pipes/redireccionamientos según sea necesario.
10. **Limpiar:**
    1. Asegúrate de liberar cualquier memoria dinámica reservada durante el parseo para evitar leaks.

**¿Qué debería saber a nivel teórico para hacer y defender el proyecto?**

1. **Conceptos de Sistemas Operativos:**
   1. Procesos y Ciclo de Vida de un Proceso: Entender cómo se crean, ejecutan y terminan los procesos, incluyendo los estados de un proceso.
   2. Gestión de Procesos: Conocimientos sobre fork(), exec(), y wait() son cruciales, ya que son la base para ejecutar comandos y controlar procesos hijos.
   3. Señales y Manejo de Señales: Comprender cómo funcionan las señales, cómo se envían (por ejemplo, kill), y cómo se manejan dentro de programas (signal, sigaction).
2. **Entrada/Salida y Redirección:**
   1. Entender cómo funcionan las redirecciones y los pipes, su propósito y cómo implementarlos (dup, dup2, pipe).
   2. Conocimiento sobre los descriptores de archivo estándar (stdin, stdout, stderr) y cómo gestionarlos.
3. **Manipulación de Texto y Cadenas en C:**
   1. Funciones de biblioteca para manejar cadenas (strcpy, strcat, strtok, strchr, etc.), y manejo de memoria (malloc, free).
   2. Security considerations in string manipulation (buffer overflows, using safer function variants like snprintf).
4. **Variables de Entorno:**
   1. Cómo las variables de entorno influyen en el comportamiento de los programas y cómo se gestionan (usando getenv, setenv, unsetenv).
5. **Interfaz de Línea de Comandos (CLI) y Shells:**
   1. Entender la estructura y el propósito de un shell. Conocimiento sobre cómo el usuario interactúa con el sistema a través del shell.
   2. Construcción y manejo de un intérprete de comandos (shell), incluyendo el parseo de comandos y argumentos.
6. **Programación Defensiva:**
   1. Técnicas para escribir código seguro y robusto que maneje correctamente los errores e invalidez de datos.
   2. Gestión de errores y recursos (memoria, descriptores de archivo).
7. **Depuración y Herramientas:**
   1. Uso de depuradores (gdb, valgrind) para identificar y resolver errores y fugas de memoria.